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6. Asymptotic Notation Types with examples
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**Algorithm:**

An algorithm is a finite set of instructions that is followed to accomplish a particular task.

**Properties of algorithm:**

1. Input

2. Output

3. Definiteness

4. Finiteness

5. Efficiency

Input:

The input of zero or more number of quantities should be given to the algorithm.

Output:

Atleast one quantity is produced as an output.

Definiteness:

Each instruction in algorithm should be specific and unambiguous.

Finiteness:

The algorithm should be finite means after finite number of steps it should be terminated.

Efficiency:

Every step of algorithm should be feasible. In other words every step of algorithm should be carried out by pen and paper.

**Pseudo code for expressing an algorithm:**

An algorithm is basically a sequence of instruction written in English language and broadly divided into 2 sections.

1. Algorithm heading:

It consists of

1. Name of algorithm
2. Problem description
3. Input
4. Output
5. Algorithm body: It consists of logical body of algorithm.

**Rules for writing an algorithm:**

Step.1:

Algorithm is a procedure consisting of heading and body. The heading section consists of keyword algorithm, name of the algorithm and parameters list.

Syntax: Algorithm max(A[] , n )

Step.2:

In the heading section we should write the following things

Problem description

Input

Output

Step.3:

Comments begin with forward slash and continue until the end of the line.

Step.4:

Compound statement should be enclosed with in {and } .

Step.5:

An identifier begin with a letter and an identifier can be a combination of alpha numeric string.

Step.6:

Assigning values to variables is done by using assignment statement.

< Variable >:= < expression >

Step.7:

There are 2 boolean values “True” and “False”. In order to produce these values we use logical operators such as and, or, not and relational operators such as <, >, <=, >=, ==,!= .

Step.8:

Elements of multi-dimensional arrays are accessed using [and] .

Example:

If ‘a’ is a 2-dimensional array ( i , j )th element of an array is denoted by

a [ i , j ] . Array indexes start at Zero.

Step.9:

Looping statements are also employed.

Example:

While loop

while< condition > loop

{

< statement 1 >

< statement 2 >

.

.

.

.

< statement n >

}

General form of for loop

for variable := value 1 to n do

{

< statement 1>

( step i := i + 1 )

< statement 2 >

.

.

.

.

< statement n >

}

Here, value 1 is initialisation condition. Value n is terminating condition. Sometimes, a keyword ‘step’ used to denote increment or decrement the value.

A repeat until statement is constructed as

< statement 1 >

< statement 2 >

.

.

.

.

< statement n >

until < condition >

These statements are executed as long as the condition is true.

Step.10:

Input and output are done using the instruction read and write. No format is used to represent the size of input and output quantities.

Examples:-

1. Write an algorithm to find sum of n numbers.

Sol:-

Algorithm sum (n)

//problem description: Sum of given ‘n’ numbers.

//Input: 1 to n numbers.

//Output: Sum of ‘n’ numbers.

{

sum := 0;

for i := 1 to n do

sum := sum +i;

write (sum);

}

1. Write an algorithm to check whether given number is odd or even.

Sol:-

Algorithm check (n)

//problem description: To find given no is even or odd.

//Input: One integer value.

//Output: Given no is even or odd.

{

read (n);

if (n%2 == 0)

write (“n is even”);

else

write(“n is odd”);

}

1. Algorithm for finding maximum of given n numbers.

Sol:-

Algorithm Max (a [ ], n)

//problem description: To find maximum numbers in an array.

//Input: Array elements.

//Output: Maximum value.

{

read (n);

read (a [n]);

max := a[0];

for i:= 1 to n-1 do

{

if (a[i] > max) then

max := a[i];

}

write (max);

}

**Performance Analysis:**

The efficiency of an algorithm can be decided by measuring the performance of an algorithm.

We can measure the performance by computing two factors:

1. Space complexity.

2. Time complexity.

Performance evaluation can be divided into two major phases:

1. Prior estimates.

2. Posterior testing.

We refer to this as performance analysis and performance measurement.

1. Space complexity:

The space complexity can be defined as amount of memory required by an algorithm to run.

To compute this space complexity we use 2 factors:

1. Constant characteristics (fixed part)

2. Instance characteristics (fixed variable part)

Space requirement s(p) can be given as

s(p)= c + Sp

where c is a constant i.e., fixed part and it denotes the space of inputs and outputs

## This space is an amount of space taken by instruction, variables and identifiers.

Sp is a space depend upon instance characteristics .This is a variable part whose space requirements depends on particular problem instance.

Example: 1

Algorithm abc (a,b,c)

{

return a+b+b\*c+(a+b-c)/(a+b)+4.0;

}

Space complexity s(p)=3

Example: 2

Algorithm sum(a,n)

{

s := 0;

for i := 1 to n do

s := s+a[i];

return s;

}

Example: 3

Algorithm Rsum(a,n)

{

if (n<=0) then return 0;

else

return Rsum(a,n-1)+a[n];

}

Recursion stack space includes space for formal parameters, local variables and return address. Assume the return address requires one word of memory. Each call of recursion requires 3 words (space for value of n, return address and a pointer to an array) .

The depth of recursion is n+1. So, recursion stack space needed is greater than or equal to 3(n+1).

**Time Complexity:**

Time complexity of an algorithm is amount of computer time required by an algorithm to run to completion.

Time T(P) taken by a program P is the sum of the compile time and the run time. The compilation time does not depends upon characteristics instance. The runtime is denoted by

tp(n) = Ca ADD(n)+Cs SUB(n)+Cm MUL(n)+Cd DIV(n)+…………………….

# n denotes instance characteristic.

# Ca, Cs, Cm, Cd,…………………………. denotes time needed for an addition, subtraction, multiplication, division,………………..

# ADD, SUB, MUL, DIV,…………..are function whose values are no of additions, subtractions, multiplication, divisions,……………….. that are performed when code for P is used on an instance with characteristics 'n'.

# For calculating time complexity we build a table in which we list total no of steps contributed by each statement.

# In this we first determine this steps for execution (s/e) and total no of times each step executes (frequency).

# By combining these two we obtain a total contribution of each statement.

# By adding all contributions of all statements this step for entire algorithm is obtained

i.e., Total steps = s/e \* frequency

**Time complexity Examples :-**

1. Sum of an array elements

Algorithm sum(a, n)

{

s := 0;

for i := 1 to n do

s = s + a[i];

return s;

}

|  |  |  |
| --- | --- | --- |
| s/e | frequency | Total steps |
| 0 | 0 | 0 |
| 0 | 0 | 0 |
| 1 | 1 | 1 |
| 1 | n+1 | n+1 |
| 1 | n | N |
| 1 | 1 | 1 |
| 0 | 0 | 0 |

= 2n+3

1. Matrix addition

Algorithm add(a, b, c, m, n)

{

for i := 1 to m do

for j := 1 to n do

C[i, j] = a[i, j] + b[i, j];

}

|  |  |  |
| --- | --- | --- |
| s/e | frequency | Total steps |
| 0 | 0 | 0 |
| 0 | 0 | 0 |
| 1 | m+1 | m+1 |
| 1 | m(n+1) | m(n+1) |
| 1 | mn | Mn |
| 0 | 0 | 0 |

= m+1+mn+m+mn

= 2mn+2m+1

1. Recursive sum of array elements

Algorithm Rsum(a, n)

{

if (n <= 0) then

return 0;

else

return Rsum(a, n-1) + a[ ];

}

|  |  |  |
| --- | --- | --- |
| s/e | frequency  n=0 n>0 | Total steps  n=0 n>0 |
| 0 | 0 0 | 0 0 |
| 0 | 0 0 | 0 0 |
| 1 | 1 1 | 1 1 |
| 1 | 1 0 | 1 0 |
| 0 | 0 0 | 0 0 |
| 1+x | 0 1 | 0 1+x |
| 0 | 0 0 | 0 0 |

= 2 = 2+x

where x = trsum(n-1)

**NOTE:-**

The function is calling itself by using (n-1) but we don’t know how many times it calls itself. So we consider it as x.

**ASYMPTOTIC NOTATIONS :**

**#** To choose best algorithm we use space complexity and time complexity.

# Asymptotic notation is another method of finding time complexity of an algorithm.

# Generally an algorithm that is asymptotically more efficient will be best choice.

# There are 3 types .They are

1. Big - Oh (O)

2. Big - Omega (Ω)

3. Big - Theta (Θ)

**Big ‘O’ notation:**

# It is a method of representing the upper bound of algorithm running time.

# let f(n) and g(n) are two non-negative functions used for representing big O notations.

**If f(n)=O(g(n)) if and only if f(n)<=c\*g(n) for all n, n>=n0**

where c, n0 are positive constants. g(n) represents the upper bound of f(n). c>0 and n0>=1.

Diagram :-

![No 
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Input - N ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkwAAAG8CAIAAACjfG0QAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAABpRSURBVHhe7d0LjFz1fejxmV07pTRBuQWqXsAYv22aVE2a3saP8EiJjYGL0/RKoWob2iRASBvCw4B6b6WkSqum2DyaN5BLSqQrkqskYGovj0TggLEhTUPUR2yvbYwxcaSAW0RSILG90zMzZ8fjndnZMzuvc/7n85GlebLymPF+/fuf/5ktlkqlAgCEaCi+BIDgiBwAwRI5AIIlcgAES+QACJbIARAskQMgWCIHQLBEDoBgiRwAwRI5AIIlcgAES+QACJbIARAskQMgWCIHQLBEDoBgiRwAwRI5AIIlcgAES+QACJbIARAskQMgWCIHQLBEDoBgiRwAwRI5AIIlcgAES+QACJbIARAskQMgWCIHQLBEDoBgiRwAwUp75D591q8UJ/OO9TsLhYeuOKN2HQDqZX2S2zO6/ZXy5ZYdOyq3AaAm7ZH7yGM/LlVtuqp6z6UbD8X3PL52UWHewiXHl++97OI1lUcBoCbzx+RW3f5sOXh3XBzfBoBxmY9cfEzu8vsrt/ZUj+H98abD8f1lK27aNVYofPPKoZnxHfGTx+363NlDQ/FDxeJv3ro9vh+AjMt85Jq6+6KZ59+xL75ReOLGhcPF4sovlA7Hd9y55mjJRj5aXPinj5VK8c1C4XvXnjmxggBkU5iRi1QP3e25dWV8u/CB+8rLmrs/9Y6Toxvf+8amym7MPZ/+5D3RxVtv+UH5wUj1yN+dN1WGPwCyLdDIXbbh7y+cEV3OvXDNWcVidOXSjV+o7EyZd+F73lK+rNr10Ne2vBhdlqe3qgs/VXngiR+MihxA5gU7ySWya2f9QmWd5WcuzPefDEAQ8v2tfMGi8Tlv/LSE2JYbFogcQOblPHILziwMR5d3f/K2ox+YMvJRn58CEIaczyvvuv6Wd5Yvt1y/OD4oVzssB0Dm5X1Rbu7VD5VGP1tdtIytWLej/FkqAGResdR85wUAZJ7tFQAES+QACJbIQTZt233uBdvOXv39u59L8MEF+w9cfsG2c1Zv+/gTRxyfIFdEDvrstXv+9MmoN9VfSSvVYOuWg4VS4efnnPK+WQn+Fs865Y/PHSoWCg9V/ivIjwAjF58JUL9hElIiGr9WP337M0c7Uyy8etcV/9x+51769qNj0VdZteLE6EsksazyzNdtPrg5vgNyIbTI1bdN50iX/Qcu/8QLUZlKhV/8k9t/e/MDS8u/7pi9aBrv020vPlz5OnNmJX6Xn3b8gnJTX/r2ViuW5IjlSuiTrffs31Uql+n9t//6paeP/9WbdcodI79x9GYy+/e9Gn2hsTn/7R1J1iqrZv3yuXPKRdy7/9X4HsgBkYP+eGnz5vICY1tl2rruqXPHj96NH8Pb/mipsH//K9Gjh2f/4pzq88af+fEnjuz/yr/U/pNLv/LTuqHtuNlnlKe+Zx47uNcoR26IHPTF/leerVzOPevEOYlWGMv7U/73I+UuNnht37PNP8Rh819954/uPhq2fXf/y1/WbaecNev4+BrkhshBKu3/90f3RiUbP3p3x+yFxUKp8MaPjyw5t/jas5VZbOHs4xt3ncy+9M2Plo/2LVlVeahxO+XQ3ldqPzV/SudWTjyIfvlkJDJK5CAcR+ac8rH3vr5StzeeXTlnYMa+V/dWHpqGqHC1ttVfhwwROeiLWcefUbkc3Vc+nDa1eJ/Iq1+64qnyLHX5vtHyWXEnnhM/DCQictAfx82pHIt73eYDX57W2d8/O2fe1ht+pW/nxRjdCIPIQX8c9/t/eFJUqMrZ3zsfrfWj/IFbzT70ZNvzd+wtHZlzyl0jldPpHli67cZa4Y47o9LL8lDYToeqezLH5hw/u3p7co2Fe3Rkad/6Cl0kctAvS+d/+dLyAbNi4aW/HN/Qcc7l+3ZOHqrhvQfeX3vm6m1L//bHlfaUTwaIvk4nx9sgJ0QO+mfWJW9+tLJPsmbiueE1URHfV91CctQvbN6z7KZy56onA7S1T7J64kF0MeU5DMY4QhLaD02d8FFefiQsWbVt97mfeOHwGafc/dnZcytv6q3rnvo/j4yNVc8ieLL86FhpkkA2tf/A5VeUd6+c8xf/42PLhydrlsIRGJMcpNHWx5v/uID4iNrSk1ZWDu89svWVhP+O2//EwcqHir3x7GWTFg7CI3KQRrNOLy9I1h+Tq376ye/8wWmVxcb4NLjEn9H12pbH/zO6aH0SgjGO8IgcpNGsS95c3aVSEw1hHxtZ+vHxlcZll8xaUCwM7f2Px/cn+aGp1c9PafWjeRSOIDkmB5SJHEEyyQEKR7BEDvJO4QiYyEGuNRYOQiJywDGMcYRE5CC/LFQSPJGDnLJQSR6IHBAzxhEekYM8slBJTogc5I6FSvJD5ABjHMESOcgXC5XkishBjlioJG9EDnLNGEfYRA7ywkIlOSRykAsWKsknkYOcMsaRByIH4bNQSW6JHATOQiV5JnKQO8Y48kPkIGQWKsk5kYNgKRyIHADBEjkIkzEOIiIHAVI4qBI5AIIlchAaYxzUiBwEReGgnsgBECyRg3AY42ACkYNAKBw0EjkAgiVyEAJjHDQlcpB5CgeTETkAgiVykG3GOGhB5CDDFA5aEznIKoWDKYkcAMESOcgkYxwkIXKQPQoHCYkcAMESOcgYYxwkJ3KQJQoHbRE5oNt23Xn3zDPWDZ++bmjlltEj5XtGblw/Y/bRm62N/+f3bfz5hKJDu0QOMiMjY9wjm8786x+PjZWvFne8ODoW/Zb33L+xUCiNfeCq5QuGK89pacFlKz7wS9Hr2rnh4ei/iu+EaRE5yIbMLFSOPLQ9+o2WFi/dvvf6I8+9+6KZxcIjO+76z+i+RWtWFZL9huetuSgq5NAXH9yeuHHrq7Pj8Omlal+hQuQgAxoLl1ov7Rotj1+lRSfOH//2EmUvGudKi09aOJQ0yvPnnxwFfOj+0ZFDSV54VLha2+qvg8hBJmVov0k1e6XlFyxckPgbzoLzliybGV0eHH2mekcLqkYLIgdpl6EdlZtmnnHntf9U/t0Obdg4c/a64p9FM9zB7VHkokFu/snji5V7PvRr62ecft/GQy/d9rvRleoy4/+9ZUfdy5xz4pLXRa/x4L0PvuCwHB0QOUi17J8zsPfg9uabJHetmXfndZUiVvz79Ss3bDr6zBOXLIyvtdQ4xq099GxxyHc2Yt4KQNdceOjZy275zXKDx9ZcdGjf9aXPLBl69oVth6KHTloyv/qcer+87uG1h5+7/sjfnzlc/l7UuJ2yuGX3i80CWaVwTMm7AdIr+2NcK6Vl1/7PaxZVXs47F7+/fM5AccfuF6qPQZeIHKRU2IXrnDGOJLwhgOxROBLynoA0CmiMm3Py0vLJAC9u3129nVC8J3PF/JMMr3RA5CB1wlqojE8GqBxvm3wPSTuMcSTnbQHp0li4rKueDFDcsvtgG68rPvHgxN89v3Z2XZXC0ZZiKay/T8Vj/7kb2KsjDwLcbzJy4/qLv1IaW7R0xwMrFib4gObIrjvvrnzK84INu9dcWB4Ea0SOtnhnQIqEuaPyglVLhsrrlTs37kr4z86XRkZeKI0Vxi5eeMFMhaMT3hyQFmEWriw+DS7xZ3TtHf3Gv0Z/FGMfPH+JwtEZ7w+g5+Zdd/XJxaHiEyOju46pVHO7vrV9a/lDUhatWVlI+LN5YBKOyUEqhDvGdYcxjunxFoHBU7jWFI5p8y6BAWssHPUaCwfJiRykjjGuNWMcyXmjwCBZqGzNQiUd8l6BgVG41hSOznm7ABAskYPBMMa1ZoyjK7xjYAAUrjWFo1u8aaDfnDPQmnMG6CKRg8EzxrVmjGPavG+gryxUtmahku7y1oH+UbjWFI6u8+4BIFgiB31ijGvNGEcveANBPyhca+tnzlY4esF7CHrOOQOtVQrnD4ieEDkYAGNca8Y4usXbCHrLQmVrjWOcwtFF3knQQwrXmsLRa95M0CsOxbXmUBx9IHLQP8a41oxxdJ33E/SEhcrWLFTSH95S0H0K11qzwu1TOHrBuwq6zKG41hyKo59EDnrOGNdaZYzzB0RPiBx0k4XK1iZZqPQHRK+IHHSNwrWmcPSfyEF3OBTXmkNxDITIQa8Y41ozxtEHIgddYKGyNQuVDIrIQacUrjWFY4BEDughhWOwRA46YoxrwWYTBk7kYPoUrl3GOPpM5GCanDPQmoVK0kDkoGuMcTXrZygcqSByMB0WKlsoF86QSzqIHLRN4VpoWjhjHIMictAeh+LapXAMkMhBG5oWzhhX0zjGKRyDJXLQEYWrUThSSOQgKYfiWrDZhHQSOUhE4dpljCMNRA6mZrNJa00WKg8rHKkgcjAdxria5oXzp0M6iBxMwUJlCwpHyokctKJwLdhsQvqJHEzKobgWmhbOGEfaiBy0wRjXgsKRQiIHzVmobMGhOLJC5KAJhWtB4cgQkYOJHIprwWYTskXkYGrGuCqbTcgckYNjWKicjMKRRSIHRyncZBSOjBI5iDkU1xaFIxNEDsrOWd2kcMa4KtspyS6Rg+YUrsp2SjJN5KA8xsXXxilclUNxZJ3IkXcKNxmFIwAiR641Fo4qhSMMIkd+NS2cMS6icARD5OAohZuMwpFRIkdOORQ3mcYxTuHILpEjjxyKm4zCERiRI3eaFm7zA8a45ofiINNEDsqFi6/lmM0mBEnkyJfGMU7hIgpHqESOHFG4phSOgIkceWGzSVMKR9hEjlyYbLNJfC2vFI7giRw5pXBNKRyBETnC51BcU41jnMIRHpEjcArXlMKREyJHyGw2aarpoTgIksgRLJtNmrLZhFwROcKkcE0pHHkjcuSFwikcOSRyBMhmk0YKRz6JHKFRuEYKR26JHEGxnbKRwpFnIkc4bDZppHDknMgRMoVTOHJO5AiEQ3ETKBxERI4QKNwECgdVIkfm2WwygcJBjciRbTabTKBwUE/kyDCFm0DhYAKRIygKF98Yp3DknMiRVTab1FM4aErkyCSFq6dwMBmRI3tsp6yncNCCyJExNpvUUzhoTeTIEoWrp3AwJZEjMxSunsJBEiJHhilcPYWDRiJHNthOWaNwkJzIkQG2U9YoHLRF5Eg7h+JqFA7aJXKkmsLVKBxMg8iRXgpXo3AwPcXGvzmZNuHvfGCvLlcUrqpp3iIKB0mY5MgMhatROEhI5EijxjFO4WoUDpITOVJH4SLrFA66QeRIl6aH4vImKlxB4aAbRI4UsdkkonDQRXZXkhYKF2laOHmDaTPJkQoKF1E46DqTHIOncJYooUdMcgyYwikc9I7IkToKF7le4aAbRI5BahzjFC4SFa6gcNANjskxMArXWDh5g+4yyTEYTQ/F5YfCQX+Y5BiAPG82sUQJ/WSSo98ULr5RR+GgR0SOvlK4+EYdhYPeETn6R+HiG3UUDnrKMTn6JLeFkzcYIJMc/aBwEygc9IfI0XMKN4HCQd9YrqS38lm4yfIWUTjoJ5GjhxSunrxB/1mupK8UDugnkxy90jjGhV04S5SQQiJHTyhclbzBYFmupPuaHooLmMJBapnk6LJcbTaxRAkpJ3J0k8JF5A3SQ+TomvwUzgAHWeGYHN2hcBGFg7QxydEFCidvkE4iR6dyUjgDHGSR5Uo6onAKB2lmkmP68lA4eYNMM8kxTQqncJB+JjmmI/jCyRuEQeRoW9iFa5G3iMJBtogc7clt4eQNskjkaEPAhTPAQZBEjqTyWTh5g0wTORIJtXAGOAibyDG1IAsnb5AHIkcrTfMWCbhw8gYhETkmFWThDHCQKyJHc+EVTt4gh0SOJgIrnLxBbokcE4VUuNZ5iygchE3kOEbTwskbkFEix1FhFE7egBqRI5aHwskb5I3IURZA4eQNaCRyZLtwUy5ORhQOckvk8i67hZM3YEoil19N8xZJf+HkDUhI5HIqo4VbN3x6fG1y8gbUiFweZbFw8gZMg8jlTrYKl6RtEXkDmhK5fMnQNhOjG9A5kcuRTBTO6AZ0kcjlQiaWKJPm7chz8TWAqYhc+FJeuIRti8gb0C6RC1xqC6dtQB+IXMhSeBAuedsi8gZ0SOTClLYBTtuAgRC5AKWncG21LSJvQHeJXJYUN7w3vtagtOar1SsDL1y7YYtoG9AjIpcZLQpXdfYXro6vNeh14aYRtoi2Ab0mctkwZeGqGjvXu7xNL2wRbQP6RuQyIGHhquo7193CTbtqVdoG9J/IpV1bhauqdq7zwnVYtYiwAYMlcmk3vci1W7jOe1YjbEB6iFzaTSNytZ2WjboYswm0DUghkUuq63lIWIVpRO6m9zQ/i6DrhA1IOZFronfjzjTc8I22D631KHKSBmSOyMVSFbZ6A4ycqgFZl/fIpbZtNf2JnJ4BQcpv5NKft5q2Ote6cGIG5EpOIzeNwnU9D239HpJ3rsXWSoC8yV3kkqQlDeNO4+csf/tDt8XXJiFvABPkK3KtC5eSpbzJfoxApEXnFA6gUY4i16Jw6TlS1aJwtQ8xmXDmnLwBTCYvkZuscJnIW6T+Y7pEDiChXESuaeGymLcqkQNIKPzIpblw7eatSuQAEhqKL/MkDYWL8ja9wgGQXOCT3E1Ds+Jr4wZeuNZti0yZN5McQEL5muQGW7gk05sBDqCLQo5c4xg3KPIGMBA5muQGMsbJG8AABRu5wY5x1ba1zltE3gB6KtiNJxMi158xbsqqVXXYNhtPABLK4ykEXZdwbotYnATop5BPIagNcz0a4xLObVVdbJtJDiChkCN39vlb42sVnWemrarVdH10EzmAhIKN3ITCtdAYoenFbILeLUuKHEBCItdlvWtbjcgBJGTjSXdEbav+im8DkAI5OibXdYNKmkkOIKGQIxepvbquHGaLpGFWEzmAhPISudbqE5j+JUeRA0hI5LJH5AASsvEEgGCJHADBEjkAgiVyAARL5AAIlsgBECyRAyBYIgdAsEQOgGCJHADBEjkAgiVyAARL5AAIlsgBECyRAyBYIgdAsEQOgGCJHADBEjkAgiVyAARL5AAIlsgBECyRAyBYIgdAsEQOgGCJHADBEjkAgiVyAARL5AAIlsgBECyRAyBYIgdAsEQOgGCJHADBEjkAgiVyAARL5AAIlsgBECyRAyBYIgdAsEQOgGCJHADBEjkAgiVyAARL5AAIlsgBECyRAyBYIgcQjD2fOedXh4aKxRXrto+V4vuy45m/Wz1jOPrdRz5w75GjL+DhK+fNiO6+7L7D7b8okQMgFXbvGC2Vqhm76xO3/WCsG50WOQA68MA1lfFr+Sd3HO7O8Lhi+TuGhr5/78jO8eJ1QuQASJMla35vxcnFrTf+7cihzisncgDBevjKudGUdek//GzPbauHywfryt56y7/VFgJrTxgbqQ5klSfcXHtC+SBf+e7L7qsdI3v4ynm1e8rXL7yt8tDWP18yM7r7rTf/65EO01Ra8Gc3XFIsDn35/gc6n+VSEbnqH2tXxF9xXHxvWOLXNi6+FwjX2NhY/Bd+Wr588XHzr3lwbDwYT1/3pj/Z+LP6A17RE8ZbVfb02je9rS6EA7D6wiuGZhS/uG7d6DT2mhxj8JGL/v/F1wBoZnh4uMPOvSUasKLKlb754Rmvi77nNg5Jb1l/zBOeXnvLhgQbP1Z+fs+RTVdHg12hsOxvth+KvsD3rnvTcBe+q5933c2/MzS07f9v6vTAnOVKgNAtv+n/XX1muUSF89Z88NRyg7bvGq0+VBU94Zr4Cdetf2exfG3H6O6OsjpRvD8lNuWq5tyrrr1iaOb31956f2eVEzkAjpq7cHHng1g3VIe5L5XPJeigcoOPXIejKEDwjhw5MjTUp2/Xz4zuqPumPG/hkl+Kr3Zo9a2HK+uhVUlWNeNh7t6RnWNHpt2JVExy8YvuhvgrjovvDcyar8YvL3qBa74a3wmEq+eFe+KGP7i1OjB96+a1j5Sia8vfffGC4aMV+uI/VJcNn/m71avv2NtstNq6fVen2yobnLfmg6cNbb3/69v/Y9pf2HJlJpXbVvkV3wbozNNr31Q5ZPauzx3+eVSU99141aLKpLXy4oujewuFu95TOaQ27+oHJ+5HKe+EnBk9o7xFc6gbpxDUWXnd2rOGn3xiy8vT/pIiB5B7y2/aeMuqocrOk8j77n/tSxf9Qnxr9a2jdQ+VN2Fu+mhlO2XNeZ+9/8O1J7x54YJiof7Rzsy/8os3r6x+8bcsnj+Nr1usDKDhqPyL46jAXh1Adz185dzVt+8dW3bTDx5bu+SYdAXCJAdAsEQOgGCJHADBckwOgGCZ5AAIlsgBECyRAyBYIgdAsEQOgGCJHADBEjkAgiVyAARL5AAIlsgBECyRAyBYoUWu/sMqfXAlQM6F9gHNIdm788/n7nimcvXtD6y55vzKtci3vvuH7/rhocKpV5fetjS+C4BmLFem156f7I+vFZ78m53PxVcBSEzkUu+E01cVCo8deGp3fBuApEQu9d7w2+8+Ybjw8tduPTAW3wNAMiKXfqd+aPGy6OJzB56q3gYgIZHLgv/+9msKxcIPv/bpl+0SAmiDyGXC2z6yeE6h8PzXflTbigLA1EQuG+Ys+r1omHtsx9cfjO8AYGoilxXVYa7FuQTfvXbDJcUN7x3/dZ21TQCRy4x4mDvw1K74jjo/+kxxw7pbC/VVe/6qRy8529l1QL6JXIa87YJTZxRefvLenxyJ74j98As7tlauvP2BNV8tlX/d8vkThqPbljeBnBO5LDlv0f9aVXj+my8fe8LcT/7xvpfL2fvwb310/KO/4rMOonlul0VLIMdELlPe8O7PL55bvXrWG06tXin89PmHyhenLX59sXK74vWnrSpfPL/jpyIH5JcPaM6+n9x3/iP3RJ378G/d89lTxv/V8qPPFL/zeFS+T527/iMn1MUPIE9Mctn3htPOLJQz9rmdXx//fMvvXvudLeXLE96+WuGAHDPJhaDuh/Ic45jZDiB/RC4U44uW4475EXQA+SRyAATLWhYAwRI5AIIlcgAES+QACJbIARAskQMgWCIHQLBEDoBgiRwAwRI5AIIlcgAES+QACJbIARAskQMgUIXCfwH/bVCNuRgbmQAAAABJRU5ErkJggg==)

EXAMPLES:

1) 3n+2=O(n)

Here f(n)=3n+2

g(n)=n

f(n)<=c\*g(n)

3n+2<=c\*n

c=4

O(1):

g(n)=1

3n+2<=c\*g(n)

IF n=1

3\*1+2<=4\*1

5<=4

which is false

O(n):

g(n)=n

3n+2<=c\*g(n)

if n=2

3\*2+2<=4\*2

6+2<=8

8<=8

which is true

if n=3

3\*3+2<=4\*3

9+2<=12

11<=12

which is true

O(n^2):

g(n)=n^2

3n+2<=c\*g(n)

if n=2

3\*2+2<=4\*2\*2

6+2<=8\*2

8<=16

which is true

if n=3

3\*3+2<=4\*3\*3

9+2<=12\*3

11<=36

which is true

O(n^3) :

g(n)=n^3

3n+2<=c\*g(n)

if n=2

3\*2+2<=4\*2\*2\*2

6+2<=8\*4

8<=32

which is true

if n=3

3\*3+2<=4\*3\*3\*3

9+2<=12\*9

11<=108

which is true

HENCE O(1) IS NOT POSSIBLE.

O(n),O(n^2),O(n^3)... ARE POSSIBLE.

2) 10n^2+3n+3=O(n^2)

Here f(n)=10n^2+3n+3

g(n)=n^2

f(n)<=c\*g(n)

10n^2+3n+3<=c\*n^2

c=11

O(1):

g(n)=1

10n^2+3n+3<=c\*g(n)

IF n=1

10\*1^2+3\*1+3<=11\*1

10+3+3<=11

16<=11 WHICH IS FALSE

O(n):

g(n)=n

10n^2+3n+3<=c\*g(n)

IF n=2

10\*2^2+3\*2+3<=11\*2

40+6+3<=22

49<=22 WHICH IS FALSE

IF n=3

10\*3^2+3\*3+3<=11\*3

90+9+3<=33

102<=33 WHICH IS FALSE

O(n^2) :

g(n)=n^2

10n^2+3n+3<=c\*g(n)

IF n=3

10\*3^2+3\*3+3<=11\*3\*3

90+9+3<=99

102<=99 WHICH IS FALSE

IF n=4

10\*4^2+3\*4+3<=11\*4\*4

160+12+3<=176

175<=176 WHICH IS TRUE

IF n=5

10\*5^2+3\*5+3<=11\*5\*5

250+15+3<=275

268<=275 WHICH IS TRUE

O(n^3) :

g(n)=n^3

10n^2+3n+3<=c\*g(n)

IF n=4

10\*4^2+3\*4+3<=11\*4\*4\*4

160+12+3<=11\*64

175<=704 WHICH IS TRUE

IF n=5

10\*5^2+3\*5+3<=11\*5\*5\*5

250+15+3<=55\*25

268<=1375 WHICH IS TRUE

HENCE O(1),O(n) IS NOT

POSSIBLE.

O(n^2),O(n^3)..... ARE POSSIBLE.

THE ORDER OF GROWTH IS AS FOLLOWS

O(1)<O(log n)<O(n)<O(n\* log n)<O(n^2)<O(n^3)<O(2^n)

**OMEGA 'Ω' NOTATION:**

# It is a method of representing the lower bound of algorithm running time.

# let f(n) and g(n) are two non-negative functions used for representing omega notations.

**If f(n)=Ω(g(n)) if and only if f(n)>=c\*g(n) for all n, n>=n0**

where c, n0 are positive constants. g(n) represents the lower bound of f(n). c>0 and n0>=1.

Diagram :

![Time 
C g(n) 
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**EXAMPLES:**

1) 3n+2=**Ω**(n)

Here f(n)=3n+2

g(n)=n

f(n)>=c\*g(n)

3n+2>=c\*n

c=2

**Ω**(1):

g(n)=1

3n+2>=c\*g(n)

IF n=1

3\*1+2<=2\*1

5>=2 WHICH IS TRUE

**Ω**(n):

g(n)=n

3n+2>=c\*g(n)

IF n=2

3\*2+2>=2\*2

6+2>=4

8>=4 WHICH IS TRUE

IF n=3

3\*3+2>=2\*3

9+2>=6

11>=6 WHICH IS TRUE

**Ω**(n^2):

g(n)=n^2

3n+2>=c\*g(n)

IF n=2

3\*2+2>=2\*2\*2

6+2>=8

8>=8 WHICH IS TRUE

IF n=3

3\*3+2>=2\*3\*3

9+2>=6\*3

11>=18 WHICH IS FALSE

**Ω**(n^3) :

g(n)=n^3

3n+2>=c\*g(n)

IF n=2

3\*2+2>=2\*2\*2\*2

6+2>=4\*4

8>=16 WHICH IS FALSE

IF n=3

3\*3+2>=2\*3\*3\*3

9+2>=6\*9

11>=54 WHICH IS FALSE.

HENCE **Ω**(1)**,Ω**(n) IS POSSIBLE.

**Ω**(n^2),**Ω**(n^3)... ARE NOT POSSIBLE.

2) 10n^2+3n+3=**Ω**(n^2)

Here f(n)=10n^2+3n+3

g(n)=n^2

f(n)>=c\*g(n)

10n^2+3n+3>=c\*n^2

c=9

**Ω**(1):

g(n)=1

10n^2+3n+3>=c\*g(n)

IF n=1

10\*1^2+3\*1+3>=9\*1

10+3+3>=9

16>=9 WHICH IS TRUE

**Ω**(n):

g(n)=n

10n^2+3n+3>=c\*g(n)

IF n=2

10\*2^2+3\*2+3>=9\*2

40+6+3>=18

49>=18 WHICH IS TRUE

IF n=3

10\*3^2+3\*3+3>=9\*3

90+9+3>=27

102>=27 WHICH IS TRUE

**Ω**(n^2) :

g(n)=n^2

10n^2+3n+3>=c\*g(n)

IF n=3

10\*3^2+3\*3+3<=9\*3\*3

90+9+3>=9\*9

102>=81 WHICH IS TRUE

IF n=4

10\*4^2+3\*4+3>=9\*4\*4

160+12+3>=9\*16

175>=144 WHICH IS TRUE

**Ω**(n^3) :

g(n)=n^3

10n^2+3n+3>=c\*g(n)

IF n=2

10\*2^2+3\*2+3>=9\*2\*2\*2

40+6+3>=18\*4

49>=72 WHICH IS FALSE

IF n=3

10\*3^2+3\*3+3>=9\*3\*3\*3

90+9+3>=27\*9

102>=243 WHICH IS FALSE

HENCE **Ω**(1),**Ω**(n),**Ω**(n^2) ARE POSSIBLE.

**Ω**(n^3)..... ARE NOT POSSIBLE.

THE ORDER OF GROWTH IS AS FOLLOWS

**Ω**(1)<**Ω**(log n)<**Ω**(n)<**Ω**(n\* log n)<**Ω**(n^2)<**Ω**(n^3)<**Ω**(2^n)

**THETA 'Θ' NOTATION :**

# It is a method of representing both lower and upper bound of algorithm running time.

# let f(n) and g(n) are two non-negative functions used for representing theta notations.

**If f(n)=Θ(g(n)) if and only if c1\*g(n)<=f(n)<=c2\*g(n) for all n, n>=n0**

where c1,c2, n0 are positive constants. g(n) represents the average boundary level of f(n).

c1>0,c2>0 and n0>=1.

Diagram:
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**EXAMPLES:**

1) 3n+2=**Θ**(n)

Here f(n)=3n+2

g(n)=n

c1\*g(n)<=f(n)<=c2\*g(n)

c1\*n<=3n+2<=c2\*n

c1=3 and c2=4

**Θ**(1):

g(n)=1

3\*n<=3n+2<=4\*n

IF n=1

3\*1<=3\*1+2<=4\*1

3<=5<=4 WHICH IS FALSE

**Θ**(n):

g(n)=n

3\*n<=3n+2<=4\*n

IF n=2

3\*2<=3\*2+2<=4\*2

6<=8<=8 WHICH IS TRUE

IF n=3

1. 3\*3<=3\*3+2<=4\*3

9<=11<=12 WHICH IS TRUE

**Θ**(n^2):

g(n)=n^2

3\*n\*n<=3n+2<=4\*n\*n

IF n=2

3\*2\*2<=3\*2+2<=4\*2\*2

12<=8<=16 WHICH IS FALSE

IF n=3

3\*3\*3<=3\*3+2<=4\*3\*3

27<=11<=36 WHICH IS FALSE

**Θ**(n^3) :

g(n)=n^3

3\*n\*n\*n<=3n+2<=4\*n\*n\*n

IF n=2

3\*2\*2\*2<=3\*2+2<=4\*2\*2\*2

24<=8<=32 WHICH IS FALSE

IF n=3

3\*3\*3\*3<=3\*3+2<=4\*3\*3\*3

81<=11<=108 WHICH IS FALSE.

HENCE **Θ**(n) IS POSSIBLE.

**Θ(1),Θ**(n^2),**Θ**(n^3)... ARE NOT POSSIBLE.

2) 10n^2+3n+3=**Θ**(n^2)

Here f(n)=10n^2+3n+3

g(n)=n^2

c1\*g(n)<=f(n)<=c2\*g(n)

c1\*n^2<=10n^2+3n+3<=c2\*n^2

c1=10 and c2=11

**Θ**(1):

g(n)=1

c1\*1<=10n^2+3n+3<=c2\*1

IF n=1

10\*1<=10\*1^2+3\*1+3<=11\*1

10<=16<=11 WHICH IS FALSE

**Θ**(n):

g(n)=n

c1\*n<=10n^2+3n+3<=c2\*n

IF n=2

10\*2<=10\*2^2+3\*2+3<=11\*2

20<=49<=22 WHICH IS FALSE

IF n=3

10\*3<=10\*3^2+3\*3+3<=11\*3

30<=102<=33 WHICH IS FALSE

**Θ**(n^2) :

g(n)=n^2

10\*n\*n<=10n^2+3n+3<=11\*n\*n

IF n=2

10\*2\*2<=10\*2^2+3\*2+3<=11\*2\*2

40<=40+6+3<=44

40<=49<=44 WHICH IS FALSE

IF n=3

10\*3\*3<=10\*3^2+3\*3+3<=11\*3\*3

90<=90+9+3<=99

90<=102<=99 WHICH IS FALSE

IF n=4

10\*4\*4<=10\*4^2+3\*4+3<=11\*4\*4

160<=175<=176 WHICH IS TRUE

**Θ**(n^3) :

g(n)=n^3

10\*n\*n\*n<=10n^2+3n+3<=11\*n\*n\*n

IF n=2

10\*2\*2\*2<=10\*2^2+3\*2+3<=11\*2\*2\*2

80<=49<=88 WHICH IS FALSE

IF n=3

10\*3\*3\*3<=10\*3^2+3\*3+3<=11\*3\*3\*3

270<=102<=297

WHICH IS FALSE

HENCE **Θ**(n^2) IS POSSIBLE.

**Θ**(1),**Θ**(n)**,Θ**(n^3)..... ARE NOT POSSIBLE.

THE ORDER OF GROWTH IS AS FOLLOWS

**Θ**(1)<**Θ**(log n)<**Θ**(n)<**Θ**(n\* log n)<**Θ**(n^2)<**Θ**(n^3)<**Θ**(2^n)

**Little ‘o’ notation:-**

The function f(n) = o g(n) if and only if

lim f(n)/g(n)=0  
 n→∞

**Example:-**

**3n+2 = o(1)**

**f(n) = 3n+2 g(n) = 1**

**o(1)**

**lim ((3n+2)/1)**

n→∞

= lim 3n + lim 2

n→∞ n→∞

∞+2 = 0 (which is not possible)

o(n)

lim ((3n+2)/n)

n→∞

= lim (3n/n) + lim (2/n)

n→∞ n→∞

= lim 3 + 0

n→∞

= 3 = 0 (which is not possible)

o(n2)

lim ((3n+2) n2 )

n→∞

= lim (3n/ n2) + lim (1/ n2)

n→∞ n→∞

= 0+0

Therefore 3n+2 = o(n2) is the solution.

**Probabilistic Analysis:**

Probability Analysis is the use of probability in the analysis of the problems.

Most commonly we use probability analysis to analysis the running time of an algorithm. For this they consider the hiring problem.

**Hiring Problem:-**

Hire Assistant (n):

1. best = 0//Candidate 0 is atleast qualified dummy candidate.

2. for i = 1 to n

3. Interview candidate i

4. If candidate i is better than candidate best

5. best = i

6. hire candidate i

In an interview initially there was no best candidate and so it is zero. Now first person is interviewed and if that person is better than best then he is considered to be the best and that candidate is hired. And now i value is incremented and second person is interviewed and if this person is better than the best person then he is considered to be best and is replaced with the present best. This process is continued……………………

Worst Case Analysis:

In the worst case we actually hire every candidate we interviewed. This situation occurs if the candidates comes in strictly increasing order of quality in this case we hire ‘n’ times for a total hiring cost of O(n\*c h. ).

Rank Based Hiring:

We can represent a particular input by listing in order,the rank of the candidates

(rank(1),rank(2),. . . . . . . . . . . . .,rank(n))

i.e., A = {1,2,3,. . . . . . . . . ,n}

In rank based hiring we need 10 people out of 100 then we will select first 10 numbers based on rank where as in hire assistant if we need 10 people out of 100 we should interview each and every candidate.

**Amortized Analysis:**

This analysis is used for finding average time of an algorithm. Amortized analysis initially used for specific algorithms particularly those including binary tree and union operations. There are three different ways we can platform the Amortized analysis.

\*Aggregate Method

\*Accounting Method

\*Potential Method

Here the only requirement is that the sum of the amortized complexities of all the operations in any sequence of operations must be greater than or equal to their sum of the actual complexities i.e.,

(∑(1 <= i <= n) amortized(i) ) >= ( ∑(1 <= i <= n) actual(i))

When amortized(i) and actual(i) respectively denote the amortized and actual complexities of ith operation in the sequence of operations.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Month | | 1 | 2 | | 3 | | 4 | 5 | | 6 | 7 | 8 | | 9 |
| Actual | | 50 | 50 | | 100 | | 50 | 50 | | 100 | 50 | 50 | | 100 |
| Amortized | | 75 | 75 | | 75 | | 75 | 75 | | 75 | 75 | 75 | | 75 |
| P() | | 25 | 50 | | 25 | | 50 | 75 | | 50 | 75 | 100 | | 75 |
| 10 | 11 | | | 12 | | 13 | | | 14 | | 15 | | 16 | |
| 50 | 50 | | | 200 | | 50 | | | 50 | | 100 | | 50 | |
| 75 | 75 | | | 75 | | 75 | | | 75 | | 75 | | 75 | |
| 100 | 125 | | | 0 | | 25 | | | 50 | | 25 | | 50 | |

Relative to the actual and amortized costs of each operation in a sequence of n operations, We define the potential function as

P(i) = amortized(i) – actual(i) + P(i-1)

Generalized form:

∑(1 <= i <= n) P(i) = ∑(1<=i<=n) (amortized(i) – actual(i) + P(i-1))

Aggregate Method:-

In this method we uniformly assign the amortized to the each operation.

Accounting Method:-

In this method we assign amortized costs to the operators by guessing what assignments will work.

Potential Method:-

Here we start with a potential function which is obtained by using good guess work.